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Basic Communication Patterns
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Event based Middleware




Event-Based Middleware, ex. Publish/Subscribe

Publishers (advertise and) publish events (messages)

Subscribers express interest in events with subscriptions

Event Service notifies interested subscribers of published events

Events can have arbitrary content (typed) and name/value pairs

Publisher

Publisher

Publisher
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MQTT

Message Queue Telemetry Transport

http://mqtt.org/
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MQTT - Open Connectivity for Mobile, M2ZM
and loT

» Alightweight publish/subscribe protocol with predictable bi-directional
message delivery
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Arlen Nipper (now Cirrus Link Solutions)
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MQTT Event based loT Middleware

» Event pattern of communication (one to many)
* Over IP (TCP)

» MQTT is described on the mqtt.org site as a machine-
to-machine (M2M) / loT connectivity protocol. o

. . Publisher
> )r\rﬁ];ll;l')m an Event based loT middleware (one to

Subscriber
(Sink)

sub(topic)

» publish/subscribe messaging transport protocol -
pub(topic, data)

» Over TCP/IP (or MQTT-S over UDP for LAN) publtopic, data)

» |ts protocol is lightweight S— \

» it can be supported by some of the smallest measuring
and monitoring devices (ex. Arduino)

-

» it can transmit data over far reaching networks

» It can transmit data over sometimes intermittent
networks.
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Publish / Subscribe Messaging (One to Many)

Publisher

» A consumer subscribes (makes a subscription) for messages on a topic (subject)

Subscriber
Subscriber
Subscriber

» A producer publishes a message (publication) on a topic (subject)

» A message server (called BROKER) matches publications to subscriptions
» If none of them match the message is discarded after modifying the topic

» If one or more matches the message is delivered to each matching consumer after
modifying the topic

» Publish / Subscribe has three important characteristics:
1. It decouples message senders and receivers, allowing for more flexible applications
2. It can take a single message and distribute it to many consumers

3. This collection of consumers can change over time, and vary based on the nature of the
message.
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MQTT Topic and Wildcards

MQTT Topics & Wildcards

* Topics are hierarchical (like filesystem path):
— /wsn/sensor/R1/temperature
— /wsn/sensor/R1/pressure
— /wsn/sensor/R2/temperature
— /wsn/sensor/R2/pressure

* A Subscriber can use wildcards in topics:
— /wsn/sensor/+/temperature
— /wsn/sensor/R1/+
— /wsn/sensor/#
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MQTT Topic : Details

- Atopic forms the namespace
» Is hierarchical with each “sub topic” separated by a /
» An example topic space

» A house publishes information about itself on:
p <country>/<region>/<town=/<postcode>/<house>/energyConsumption
» <country=/<region=/<town:=/<postcode>/<house>/solarEnergy
b <country=/<region>/<town=/<postcode>/<house>/alarmState
» <country=/<region>/<town=/<postcode>/<house>/alarmState
» And subscribes for control commands:
» <country=/<region>/<town=/<postcode>/<house>/thermostat/setTemp

= A subscriber can subscribe to an absolute topic or can use wildcards:
» Single-level wildcards “+” can appear anywhere in the topic string
» Multi-level wildcards “#” must appear at the end of the string
» Wildcards must be next to a separator
» Cannot be used wildcards when publishing

» For example
» UK/Hants/Hursley/S0212JN/1/energyConsumption
» Energy consumption for 1 house in Hursley
» UK/Hants/Hursley/+/+/energyConsumption
» Energy consumption for all houses in Hursley
» UK/Hants/Hursley/SO212JN/#
p Details of energy consumption, solar and alarm for all houses in SO212JN
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MQTT publish subscribe architecture

Direction of flow Description

The MQTT messages are delivered
asgnchronously (“push”) through publish
subscribe architecture.

The MQTT protocol works by exchanging
a series of MQTT control packets in a
defined way.

Each control packet has a specific
purpose and every bit in the packet is
carefully crafted to reduce the data
transmitted over the network.

A MQTT topology has a MQTT server and
a MQTT client.

MQTT client and server communicate
through different control packets. Table
below briefly describes each of these
control packets.
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CONNECT Client to Server |Client request to connect to Server
CONNACK Server to Client [Connect acknowledgment
Client to Server
PUBLISH or Publish message
Server to Client
Client to Server
PUBACK or Publish acknowledgment
Server to Client
Client to Server
PUBREC or Publish received (assured delivery part 1)
Server to Client
Client to Server
PUBREL or Publish release (assured delivery part 2)
Server to Client
Client to Server
PUBCOMP or Publish complete (assured delivery part 3)
Server to Client
SUBSCRIBE Client to Server |Client subscribe request
SUBACK Server to Client  |Subscribe acknowledgment
UNSUBSCRIBE Client to Server  [Unsubscribe request
UNSUBACK Server to Client  |Unsubscribe acknowledgment
PINGREQ Client to Server  |PING request
PINGRESP Server to Client  [PING response
DISCONNECT Client to Server |Client is disconnecting




Sample of protocol use

Connect

Connect Ack

Connect

Connect Ack

L

Subscribe( topic: “/home/alarms/1/status” )
-t

Subscribe Ack
>

Publish( topic: "fhome/alarms/1/status” )

= Publish( topic: "/home/alarms/1/status” )

-
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Message Fixed Header

» MQTT messages contain a fixed header bt 7 6 5 4 3 2 1 0
that includes flags :

byte 1 Message type DUP QoS level RETAIN

» in the first byte indicating the message
type (four bits),

byte 2 Message length (between one and four bytes)
» whether the message is being re-sent

(one bit), byte 3 ... if needed to encode message length
» a quality-of-service (QOS) flag (two
bits), byte 4 ... if needed to encode message length

» and a message retention flag (one bit). s P e e e

» The remaining portion of the fixed
header indicates the length of the rest
of the message, which includes a
header that varies by message type
(hence it’s called a variable header),
and the message payload.
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|deal for constrained networks (low
bandwidth, high latency, data limits, and
fragile connections)

» MQTT control packet headers are kept as small as possible.

» Each MQTT control packet consist of three parts, a fixed header, variable
header and payload.

» Each MQTT control packet has a 2 byte Fixed header. Not all the control
packet have the variable headers and payload.

» Avariable header contains the packet identifier if used by the control packet.
» A payload up to 256 MB could be attached in the packets.

» Having a small header overhead makes this protocol appropriate for loT by
lowering the amount of data transmitted over constrained networks.
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Quality of Service (QoS) for MQTT

» Quality of service (QoS) levels determine how each MQTT message is
delivered and must be specified for every message sent through MQTT. It is
important to choose the proper QoS value for every message, because this
value determines how the client and the server communicate to deliver the
message. Three QoS for message delivery could be achieved using MQTT:

» QoS 0 (At most once) - where messages are delivered according to the best efforts
of the operating environment. Message loss can occur.

» QoS 1 (At least once) - where messages are assured to arrive but duplicates can
occur.

» QoS 2 (Exactly once) - where message are assured to arrive exactly once.

» There is a simple rule when considering performance impact of QoS. It is “The
higher the QoS, the lower the performance”.
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Quality of Service (QoS) for
MQTT
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MQTT Brockers in the Cloud

limitations

Broker

X X X X
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https://thingmq.com/
http://www.thingstud.io/
https://www.cloudmqtt.com/
https://developer.ibm.com/sso/bmregistration?lang=en_US&ca=dw-_-bluemix-_-cl-mqtt-bluemix-iot-node-red-app-_-article
https://elements.heroku.com/addons/cloudmqtt
http://www.hivemq.com/
https://azure.microsoft.com/en-us/documentation/articles/iot-hub-mqtt-support/
http://www.mqtt.io/

Tools to test MQTT

» https://mqttfx.jensd.de/

» MQTT.fx

18.0.6,

et Connection Profi

local mosquitto
M2M Eclipse
local mosquitto (secure)

@ MQTT.fx- 141

B ~ & QL Disconnect
Publish Scripts  Broker Status  Log

1/AhED2v9a_IQ/SYYP4Pgpc1Y/test_device/event v ) Qosi

1/AhED2v9a_IQ/SYYP4Pgpc1Y/test_device/event o

Dump Messages
1/AhED2v9a_IQ/SYYP4Pgpc1Y/test_device/event

1/AhED2v92_IQ/SYYP4Pgpc1Y/test device/event
1/ARED2v9a_IQ/SYYP4PgpC1Y/test device/event

1/AhED2v9a_IQ/SYYP4PgpC1Y/test device/event

1/AhED2v9a_IQ/SYYP4Pgpc1Y/test_device/event

QoSO 23-05-2017 15:18:16.55096129
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Connection Profile

Profile Name | local mosquitto (secure)

Broker Address | 127.0.0.1 |
Broker Port | 1883 |

Client ID | MQTT_FX_Client |

General  User Credentials  SSL/TLS Proxy Last Will and Testament

Enable SSL/TLS [V/| Protocol | TLSV1.2 v

Use Certificate Files

CA File | /CERT/openssl/server.crt I

Client Certificate File | /CERT/openssl/client.crt

Client Key File | /CERT/openssl/client.key |

Client Key Password | sessssssses
PEM Formatted (V|

() Use Keystore Files

Revert


https://mqttfx.jensd.de/

MQTT Clients and APIs

» You can develop an MQTT client application by programming directly to the MQTT
protocol specification, however it is more convenient to use a prebuilt client

» Client libraries provide some or all of the following:
» Functions to build and parse the MQTT protocol control packets
» Threads to handle receipt of incoming control packets
» QoS 1 and QoS 2 delivery using a local persistence store
» KeepAlive handling
» Simple API for developers to use
» Open Source clients available in Eclipse Paho project
» C, C++, Java, JavaScript, Lua, Python and Go
» Clients for other languages are available, see mqtt.org/software
» E.g. Delphi, Erlang, .Net, Objective-C, PERL, PHP, Ruby

» Not all of the client libraries listed on mqtt.org are current. Some are at an early or

experimental stage of development, whilst others are stable and mature.
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